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Model-checking has focused mostly on the analysis of systems with a possibly large but finite state
space. While the finiteness constraint have proved to be very appropriate for hardware, even the
simplest software systems may have an infinite state space. The sources of infinity can be roughly
classified into three groups:

• Control: (possibly recursive) procedures and process creation require to enrich the notion of
state with unbounded stacks or sets.

• Data: the use of any datatype with an infinite range, like integers, reals, lists, queues, etc.
potentially leads to an infinite state space.

• Parameterization: distributed algorithms (like algorithms for mutual exclusion, leader elec-
tion, byzantine agreement, etc.) are often designed to work for an arbitrary number of
processes, i.e., a distributed algorithm is in fact an infinite infinite family of systems. Check-
ing that all elements of the family satisfy a property can be reduced to checking that one
single infinite-state system satisfies it.

In the lectures I will introduce some of the techniques used to obtain verification algorithms in the
infinite-state case. I will consider four classes of systems: timed automata, broadcast protocols,
pushdown systems, and FIFO-automata.

The course will be based on the following four papers:
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The papers are available online at, for instance, the home pages of Rajeev Alur, Javier Esparza,
and Abhay Vardhan. Students are invited to have a look at them and try to understand the models
of computation.
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